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ABSTRACT

Forward Pixel Configuration Database Interface. MICHAEL A. DONES (Polytechnic University of Puerto Rico, Hato Rey , PR 00918) UMESH JOSHI (Fermi National Accelerator  Laboratory, Batavia, IL 60510).

The Compact Muon Solenoid (CMS) is one of the detectors of the Large Hadron Collider (LHC) at CERN. The LHC, built at Geneva, Switzerland, will accelerate a beam of particles to the highest energies ever achieved by human kind. An access to this energy regime requires an international collaboration. Thus, Fermi National Accelerator Laboratory (Fermilab), and other universities are involved in this project. The CMS has a group of people at Fermilab working in the inner layer of the detector. The inner detector, which is the closest one to the collision area of the proton-proton beam, is called the Silicon Pixel Detector.  This silicon detector is connected to a computer that controls it with a data acquisition program that is called XDAQ. XDAQ communicates with all the electronic components and chips of the detector.  XDAQ is a series of C++ classes with different purposes. One of the purposes is the configuration and initial settings for some of the components and the chips. We need to develop a C++ interface that provides all the configuration values and initial settings to the XDAQ classes. XDAQ already has that implementation but is doing it by reading the values from data files. Reading from a data file is susceptible to making writing errors in the file. In order to write the same thing in different places it must be done manually which is a tedious process. The CMS group decided to make a huge relational database that contains all the parts of the detector and a configuration database that contains all the configurations values. Now we have to make the same C++ interface but instead of reading from files it is more convenient reading from the database that is more convenient because all the tables are related and is more intelligent. 

INTRODUCTION

              The CMS has different layers of detectors. One of them is the Silicon Pixel Tracker detector which is the one closest to the collision area. It’s called silicon pixel because it has little pixel of silicon semi conducting materials placed in barrels and disks. When a collision occurs and the particle comes out and hits this pixels, the silicon emits a spike and one can track the particle and determinate its momentum. This detector is made of four forward pixel disks and a barrel made of 3 layers (see Figure 1). Each disk has twenty four turbine blades; each blade contains 2 panels, one in each side of the blade. There are two types of blades; the blades that are facing the IR (collision point) of the detector and the ones that are facing the opposite direction (see Figure 1). The blades that are facing the IR have four plaquetes, and the ones that are facing the opposite side have three plaquetes (see Figure 2). Each plaquete has ROC’s (Read out Chips) that are bump bonded to silicon sensors (see Figure 3). Each blade has 45 ROC’s and there are 96 blades in the four disks, so there’s a total of 4320 ROC’s. Each ROC has 4160 pixels thus there are approximately 18 million pixel in the four forward disks. To control all of them, a lot of instrumentation is needed. Electronics and computers are needed in order to understand what is happening in each one of the pixels (see Figure 4).

              A group of CMS at CERN designed a program that is called XDAQ which monitors all the components at the detector. XDAQ is a series of C++ classes that works with different aspects of the pixel tracker detector. One of those functions of XDAQ is to configure the electronics such as Front end Controllers, Front end Digitizers, Token Bit Manager, Port Cards and Read out Chips. XDAQ already has the classes that configure the parts. The CMS group that designed XDAQ did an interface to give the values that are needed for reading and writing from files. 

              Reading and writing from files is not good, because there are so many people who work on this experiment who have files in different parts of the world and in different computers that makes it hard to control. In order to have the functionality needed to control and manipulate the data, a lot of methods are needed. For example, in the whole detector there are approximately 15,800 ROC’s and each one has DAC (Digital to Analog Converter) settings, so one file for each panel is needed and you have different people at different locations in the world are reading and writing in this file’s new values. This is susceptible to lost data and is difficult to have backup of all of this. The group of CMS decided to implement a database that has all of these settings and configurations. Now all is in one computer implemented in a relational database with parent-child relationships (see Figure 5). The scientists all over the world; which the most are from Fermilab and CERN; now can have access to that database and insert new data and read data. My task at this consists of writing an interface which can read and in the future write settings and configuration values of the electronics that require it. This interface has to coexist with the one that uses files, because it is the one that is working at the present time and two capabilities are desired (see flowchart 1).

MATERIALS AND METHODS

               For this project we use a lot of tools for programming and for accessing the database. The database management system that CMS is using is called Oracle. We use a database browser called TOra (Tool for Oracle). TOra is used to see the views that are created with the information of different tables that are going to contain the configuration and setting values that XDAQ needs (see Figure 6). TOra is only for browsing and making queries. It is not used to change any data or used with any other programming language. XDAQ is running in Scientific Linux, so we are using the editors and compilers that Linux provide for c++ (i.e. nedit, emacs). For adding the features of doing SQL queries in c++ code, we use OCCI (Oracle C++ Call Interface). OCCI have different methods for doing all the SQL clauses (i.e. select, update, where) and you can extract that data from the database and store it in whatever variable you want.  The compiler that we use is g++ and you can use it in Makefile programming with the purpose of using all the libraries, including files, environmental variables and the path at the same time in the compilation and building time (see Figure 7). For debugging we use GNU Project Debugger (gdb).

              I have designed a parallel structure that uses databases to the file structure that is being used. All these tools made it possible to construct the interface. The main objective is that the database interface does the same things as the file interface but without adding a dependency of OCCI to XDAQ classes. So first is the construction of an oracle database class that contains the environment and the connection for the interface. Then we include that class in one that is going to contain the methods for doing the SQL queries and retrieving the data. The SQL class, which is going to be included in Pixel Configuration Database class, is the one that sends the data to XDAQ classes. 

  This is the first step for having all Oracle Databases enclosed in a class to be included in the interface. Now Pixel Configuration Database class do the hard work calling the SQL command class for executing the queries and putting the result tables in vectors in form of a two dimensional matrix. In Pixel Configuration Database class we are going to make privets methods for each configuration class that have XDAQ. Pixel Configuration Database is going to have a general method named “get()”, this method receives a template pointer as  parameter. We use templates with the purpose of doing only one method “get()” that knows which object is being sent as a parameter and then calls the respective method for sending the matrix with the values to the constructor of the object that you are sending. Each configuration class of XDAQ has a constructor that receives the name of the file that is sent by Pixel Configuration File class that is being used. I add to each class a constructor that receives a two dimensional vector with all the values that contain the result of the query. The constructor of those classes knows how to build itself from the information that arrives in the vector and add the corresponding values to the members of the class. The members of XDAQ classes are the configuration values that the components need, now stored in the database. So now in a “main()”, or in Pixel Online Software you can call “get()” and send a pointer of the configuration class that you want and is pointing to an instance of  the respective object that you are creating inside “get()” method with the values of the vector. 

RESULTS
              In figure 8 you can see the members of the Oracle database class that contains the environment variables and connections. Figure 9 shows the SQL command class that was constructed with all the methods needed for accessing the database. Figure 10 shows the implementation of SQL command class being used in Pixel Configuration Database class for accessing the database and inserts the result of a query in the vector that is going to be sent. In figure 11 we can observe the get function that received the template pointer and how it works. In figure 12 we can see an example of the program running where the DAC settings are being sent from the database to XDAQ DAC settings class and printed for certain ROC’s. In Figure 13 is a screen shot of Pixel Online Software web user interface that sends messages to XDAQ classes to configure and start the detection. Graph 1 shows the result of the configuration reading the values from database and in Graph 2 we can see the results of the configuration reading from the file. That graphs are a photo from the oscilloscope reading an analog signal in the ROC’s that we have in SiDet (Silicon Detector Facility), and you can see differences in the levels of the peaks because the DAC values that are in the files are optimized for that ROC’s and the ones that are in the database are random with perspective to the ones that are in SiDeT.
DISCUSSION AND CONCLUSION

The interface is completed as expected. The principal objective was to access database tables through c++ running in parallel with the existing program without adding a dependency of OCCI in XDAQ classes. We added the interface to Pixel Online Software and perform some testing with it and the parts that we tested worked fine. Graph 1 and Graph 2 are examples of tests that take place at SiDet. The interface has error handling implemented. 
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Flowchart 1. Parallel interface structure.
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Graph 1. This is the result in the oscilloscope when we run the interface reading from   

                database. The peaks are unaligned because the DAC settings that we took from 

                 the database are random. 
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Graph 2. This is the result in the oscilloscope when we run the interface reading from   

                Configuration files. The peaks are aligned because the DAC settings that we

                took from the files are optimized for the panel that we have in SiDet. 
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Figure1. Silicon Pixel Tracker Detector. The barrel contains 3 layers of silicon pixel    

               modules and 4 forward disks of silicon pixels. 
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Figure 2. A blade in each side has to type of panels, in one side is made of 4 plaquette   

                and in the other side is made of 3 plaquette.
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Figure 3. Cross section cut of a panel to se how the silicon in bump bonded to the chips.
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Figure 4. Two half disk mounted in the cylinder with all the electronics connected.
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Figure 5. Database Schema with parent-child relationship.
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Figure 6. TOra is a tool for browse Oracle Databases. This figure is showing us a view  

                 that contains the DAC settings for the ROC’s of four blades.
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Figure 7. In this figure is an example of a makefile for compile the interface.
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Figure 8. This is the class that contains the connection to the database with OCCI.
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Figure 9. This class has the methods of OCCI for execute queries.
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Figure 10. In this figure is being used the PixelSQLCommand class for executing queries    

                  and inserting the resulting table in a matrix vector. In this case for sending the  

                  matrix vector to the PixelNameTranslation class that is a XDAQ class that is 

                  used to store the hardware address of the Frond end Controller and Frond end 

                  Digitizer.
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Figure 11. This is the function get of Pixel Configuration class that is called in XDAQ.

                 This method receive a pointer of any of the configuration XDAQ classes and  

                 this function recognized and call the method that have the vector matrix with 

                 the values of the database and instantiate and object of the XDAQ class that 

                 you send and put the pointer to point that instance.

Figure 12. Example of running the program with the DAC settings for two ROC’s

Do you want to read from file(f) or database(d)?d

XDAQ Configuration Classes:

1)  PixelDACSettings
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3)  PixelMaskAllPixels
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7)  PixelDetectorConfig

8)  PixelPortCardConfig

9)  PixelTBMSetings

10) PixelNameTranslation

11) Run All

12) Exit

Choose which XDAQ class you want to Configure or Initialize

1

[PixelOracleDatabase::connect()]

Connnection Information:

 connection = CMSCALD

 username = CMS_TMP_PRTTYPE_PIXEL_READER

Connecting...

[PixelConfigRealDB::getPixelDACSettingsTable()]

PixelSQLCommand::PixelSQLCommand()

sql exec: SELECT * FROM cms_tmp_pixel_view_owner.pilot_half_disk_roc_dacs_v WHERE ROC_NAME like '%FPix_BmO_D2_BLD8_PNL2_PLQ2%'

[PixelConfigRealDB::getGeneralTable()]  Starting to get data

[PixelConfigRealDB::getGeneralTable()]  Number of Columns: 17

[PixelConfigRealDB::getGeneralTable()]  Table Size: 217

PixelSQLCommand::~PixelSQLCommand()

Vdd          :6

Vana         :160

Vsf          :155

Vcomp        :15

Vleak        :0

VrgPr        :0

VwllPr       :35

VrgSh        :0

VwllSh       :171

VHldDel      :135

Vtrim        :93

VcThr        :120

VIbias_bus   :30

VIbias_sf    :6

VOffsetOp    :54

VbiasOp      :115

VOffsetRO    :140

VIon         :110

VIbias_PH    :115

VIbias_DAC   :118

VIbias_roc   :160

VIColOr      :99

Vnpix        :0

VsumCol      :0

Vcal         :250

CalDel       :93

WBC          :130

ChipContReg  :180

Vdd          :6

Vana         :157

Vsf          :161

Vcomp        :15

Vleak        :0

VrgPr        :0

VwllPr       :35

VrgSh        :0

VwllSh       :171

VHldDel      :130

Vtrim        :71

VcThr        :111

VIbias_bus   :30

VIbias_sf    :6

VOffsetOp    :49

VbiasOp      :115

VOffsetRO    :140

VIon         :110

VIbias_PH    :113

VIbias_DAC   :104

VIbias_roc   :160

VIColOr      :99

Vnpix        :0

VsumCol      :0

Vcal         :250

CalDel       :99

WBC          :130

ChipContReg  :180
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